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2.4.1 Recommended Parameters secp256k1l

The elliptic curve domain parameters over F, associated with a Koblitz curve secp256kl are
specified by the sextuple T' = (p,a,b, G, n, h) where the finite field I, is defined by:

p = FFFFFFFF FFFFFFFF FFFFFFFF FFFFFFFF FFFFFFFF FFFFFFFF FFFFFFFE
FFFFFC2F
_ 2256_232_29_28_27_26_24_1

The curve E: y* = 2* + azx + b over F, is defined by:

a = 00000000 00000000 00000000 00000000 00000000 00000000 00000000
00000000

b = 00000000 00000000 00000000 00000000 00000000 00000000 00000000
00000007

The base point ¢ in compressed form is:

G = 02 79BE66TE FODCBBAC 55A06295 CES870BO7 029BFCDBE 2DCE28DS
S59F2815B 16F81798

and in uncompressed form is:

G = 04 79BE66TE FODCBBAC 55A06295 CES870BO7Y 029BFCDB 2DCE28DS
59F2815B 16F81798 483ADATT 26A3C465 S5DA4FBFC OE1108A8 FD17E448
A6855419 9C47DOSF FB10D4E8

Finally the order n of G and the cofactor are:

n = FFFFFFFF FFFFFFFY FFFFFPFFF FFFFFFFE BAAEDCEG AF48A03B BFD25ESC
D0364141
h = 01
ECC =10

WEEER L LRI =AE00, HIFRMAIRSHILITRIARM, FINTES, HERLZ RS, P, Q
180, BXEP, QRREVELZ, SHEMZMERZNS R, BR' EXHMTRAIR R BMGM ABI0RVES
®R. R=P+Q
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ECDSA (Elliptic Curve Digital Signature Algorithm)
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4. #t8s=k ' x(h+dxr)modn, Heh k' 2k WFEYTT

5. &3 (r, s) EEERANNTE

6. I (r, s) , FREEM, 52 Qa—RRIEAENSHIS

N
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Irofsitatus_t HCU_DRV_Init(const hcu_user_config_t * userConfig, hcu_state_t
*state);

VIR EE ST T AN T IhRE:

L. XPRESHLEHITHIEK

2. REAXSEXNZRAI, BRIAFKIR

3. ECEFAXSEXBEIERIZS I, 18, Fkfor DMA

AES ZAINE;
HCU vl
R

(ASEEZS

1 status_t HCU_DRV_LoadUserKey(const void xkey, hcu_key_size_t keySize);

BEERENZSR, BEIRGHAEREERMEE HCU 53|1Z#iEE,

P E TR

(AREES
1 status_t FLASH_DRV_LoadAESKey(uint32_t instance, uint32_t address);
Z  ocooooo

3 static inline void HCU_SetKeySize(hcu_key_size_t size);

£\ AES Z$A7E HCU_NVR Hpy7efgitiil, MEE@IEAREAMEE HCU 5IZM#IzE, R HCU
XFARKENZAKE, FEIMIMKETRAKE. (AES-128/192/256)

HCU v2
BIRMBEZRHES MINZRRAEE, FFEZIMINEAA AP ESLIEHAME,

AES-ECB
HCU vl

HADIR

1 status_t HCU_DRV_EncryptECB(const void xplainText, uintl6_t length, void



*cipherText) ;

3  status_t HCU_DRV_DecryptECB(const void *cipherText, uintl6é_t length, void
*plainText) ;

IXEpFEMH T AES-ECB INE SRR, HNE, WHEBMAPX, SHXKE, BIRSEIRAEY
B HF—REABANBAXKESR, MNRAXKEBHRE], 5J52%1 block #1TMNE,

HCU v2

(ASEEZS

typedef struct
{

uint32_t const *datalnputPtr; /x!< Specifies current processing data

input pointer */

4 uint32_t *dataOutputPtr; /*1< Specifies current processing data
output pointer */
uint32_t msglLen; /*!< Specifies the length of message */
hcu_msg_type_t msgType; /*1< Specifies the type of message */
bool hwKeySelected; /*x!1< Specifies hardware key or software key
selected */
8 uint32_t hwKeySlot; /*!< Specifies index of hardware key in
HCU_NVR */
9 uint32_t const x swKeyPtr; /*1< Specifies current software key */
10 hcu_key_size_t keySize; /*!< Specifies the key size */

11  } aes_algorithm_config_t;
12

13 status_t HCU_DRV_EncryptECB(aes_algorithm_config_t * aesAlgCfg);
14 ......

15 status_t HCU_DRV_DecryptECB(aes_algorithm_config_t * aesAlgCfg);

HCU v2 R ASIXEhTE AES-ECB IIZ TR EE N— MG, TEXXMEFHHITHRRE:
datalnputPtr: 0%, HIFEZHIEIE
[EHILER

7.

dataOutputPtr: %G, HEZE
msglen: MABIENKE
msgType: SHRIEIEIRAVER, ERSHRIESE—Tblock, E&fE—1 block, E(HIEIAY block
hwKeySelected: EEIEZFMEFEHZTH

hwKeySlot: FEHZEANFSIS, BNEFIMNE HCU_NVR FEJ14A%EA

swKeyPtr: {48

keySize: ZHKE

e S o o R A o



AES-CMAC

HCU vl
(ASEEN
1 typedef enum
2 {
3 MSG_START = 0x02U, /*!< Start of a message block */
4 MSG_END = 0x01U, /*!< End of a message block */
5 MSG_ALL = 0x03U, /*!1< ALl message in one block */
6 MSG_MIDDLE = 0Ox00U, /*!1< ALl message in one block */
7 } hcu_msg_type_t;
8
9  typedef struct
10 {
11 uint8_t *macPtr; /*!< Specifies the mac used for the CMAC operation
*/
12 uint8_t maclLen; /*1< Specifies the length of the mac used for the

CMAC operation */
13  } hcu_cmac_config_t;

14

15 status_t HCU_DRV_GenerateMAC(const void *msg, uintl6_t msglLen, hcu_msg_type_t
msgType,

16 hcu_cmac_config_t *cmacConfig);

L7  ocoooo

18 status_t HCU_DRV_AuthorizeMAC(const void *msg, uintl6_t msglLen, hcu_msg_type_t
msgType,

19 hcu_cmac_config_t *cmacConfig);

20

21 /* Generate CMAC in one block */

22 HCU_DRV_GenerateMAC(plainText, 64, MSG_ALL, &cmacConfig);

23

24 /* Generate CMAC in four blocks */

25  HCU_DRV_GenerateMAC(plainText + 0, 16, MSG_START, &cmacConfig);
26 ~ HCU_DRV_GenerateMAC(plainText + 4, 16, MSG_MIDDLE, &cmacConfig);
27  HCU_DRV_GenerateMAC(plainText + 8, 16, MSG_MIDDLE, &cmacConfig);
28  HCU_DRV_GenerateMAC(plainText +12, 16, MSG_END, &cmacConfig);

AES-CMAC £ MAC &%, TEWNIAX, BBXKE, Z5] block 22, L& MAC BIKE,

NRIEF MAC, FIFFRERMANAN, BAXKE, ZHaiblock K2, LKk MACKHKE, FINEFEWAE
BER MAC,

line22 &R T 4NfEI7E— block FREMERIE



line25~28 /&R T HEAXKET KR, FEDZ1 block #ITEZRINTZITHIREIF,

HCU v2

HEGIR

1

w
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10
11
12
13
14
15
16
17
18

status_t HCU_DRV_GenerateMAC(aes_algorithm_config_t * aesAlgCfg,

hcu_cmac_config_t *cmacConfig);

status_t HCU_DRV_AuthorizeMAC(aes_algorithm_config_t * aesAlgCfg,
hcu_cmac_config_t *cmacConfig);

/* Generate CMAC in one block */
encryptSwCfg.msgType = MSG_ALL;
HCU_DRV_GenerateMAC (&encryptSwCfg, &cmacConfig);

/* Generate CMAC in two blocks */
encryptSwCfg.datalnputPtr = plainText;
encryptSwCfg.msglLen = 32

encryptSwCfg.msgType = MSG_START;
HCU_DRV_GenerateMAC (&encryptSwCfg, &cmacConfig);

encryptSwCfg.datalnputPtr = plainText + 8;
encryptSwCfg.msglLen = 32

encryptSwCfg.msgType = MSG_END;
HCU_DRV_GenerateMAC (&encryptSwCfg, &cmacConfig);

E3iZES HCU vl RRAERIK, R2ESZ1 block BB R, FENERE.

SHA
HCU vl
ARIGIR
1 typedef enum
2 {
3 HCU_SHA_256 = 0Ox01U, /*1< SHA 256 algorithm */
4 HCU_SHA_384 = 0x02U, /*1< SHA 384 algorithm */
5 } hcu_sha_type_t;
6
7  status_t HCU_DRV_GenerateSHA(const void *msg, uintl6_t msglen, uint32_t
totallLen,
8 hcu_sha_type_t shaType, hcu_msg_type_t msgType,

void *result);



10  status_t HCU_DRV_AuthorizeSHA(const void *msg, uintl6_t msglLen, uint32_t
totallen,

11 hcu_sha_type_t shaType, hcu_msg_type_t msgType,
void *result, void *trueResult);

E7 SHA BIEIRNE, FTERAAMEBEENEKE, FRIUASHAZZFEZRAN HE, Z#block K
rg‘_) 7 n_,\lelg\'l'—trg) SHA§7£ (SHA-256/384), J:'IHU block 3'3520

WM, MNEHE, Haiblock KE, JHESKE, SHAR X (SHA-256/384), g block 2
B, UNRERZE, B9 MCU AL ERMNERE—FHIRE], B trueResult.

4 Block 5 CMAC £, F~EER

HCU v2
(AGEES
1 typedef struct
2 {
uint32_t const xdatalnputPtr; /*!/< Specifies current processing data
Tnput pointer */
4 uint32_t *dataOutputPtr; /*1< Specifies current processing data
output pointer */
uint32_t msglLen; /*1< Specifies the length of message */
uint32_t totallLen; /*x!1< Specifies the total length of message
*/
hcu_msg_type_t msgType; /*!< Specifies the type of message */
hcu_sha_type_t shaType; /*1< Specifies the type of SHA */
} sha_algorithm_config_t;
10

11 status_t HCU_DRV_GenerateSHA(sha_algorithm_config_t * shaAlgCfg);
12
1125 status_t HCU_DRV_AuthorizeSHA (sha_algorithm_config_t * shaAlgCfg);

~

5 AES INZRZEM, SHAERIMMERESEWER, B2/ TERPERXNESE, 2T HESKE, 5SHA
BIAERE,
4 Block 5 CMAC 2, FAEBEER

RSA

HADIR

1 typedef struct
2 {



3 uint8_t privateKeylLen; /*1< Specifies the words of
private key length */

4 uint32_t d[FEATURE_HCU_RSA_MAX_WORD_LENGTH]; /*!/< Specifies the private
key x/

5 uint8_t publicKeylLen; /*x!1< Specifies the words of
public key length */

6 uint32_t e[FEATURE_HCU_RSA_MAX_WORD_LENGTH]; /#!< Specifies the public key
*/

7 hcu_rsa_alg_t oplLength; /*x1< Specifies the length of
RSA operation */

8 uint32_t n[FEATURE_HCU_RSA_MAX_WORD_LENGTH]; /*!< Specifies the N for RSA
*/

9 #if FEATURE_RSA_HAS_HARDWARE_KEY_LOAD

10 bool rsalLoadHwPrivateKey; /*1< Specifies RSA if use
hardware private key */

11 uint8_t rsaHwPrivateKeySlot; /*!< Specifies RSA hardware
private key select */

12 bool rsalLoadHwPublicKey; /*1< Specifies RSA if use
hardware public key */

13 uint8_t rsaHwPublicKeySlot; /*!< Specifies RSA hardware

public key select */
14 #endif /* FEATURE_RSA_HAS_HARDWARE_KEY_LOAD *x/
15 } hcu_rsa_config_t;

16

17  typedef struct

18 {

19 #if FEATURE_HCU_ECC_ENGINE

20 hcu_ecc_config_t const *eccConfig; /*!< Specifies the ecc configuration */

21 #endif /* FEATURE_HCU_ECC_ENGINE %/

22 #if FEATURE_HCU_RSA_ENGINE

23 hcu_rsa_config_t const xrsaConfig; /x/< Specifies the rsa configuration *x/
24 #endif /x FEATURE_HCU_RSA_ENGINE */

25 } pke_user_config_t;

26

27 status_t PKE_DRV_Init(const pke_user_config_t * userConfig, pke_state_t
*state);

28

29 status_t HCU_DRV_EncryptRSA(uint32_t const *plainText, uint32_t length,
uint32_t *cipherText);

30

31 status_t HCU_DRV_DecryptRSA(uint32_t const *cipherText, uint32_t length,
uint32_t *plainText);

£ RSA 1t E /I, FEIEA PKE_DRV_Init X5 RSAEZESE, TEXESHHITIRA:
1. privateKeylLen: FAfAKFE




2. d: #h%A

3. publicKeyLen: N$AKE

4. e: NA

5. opLength: 3%&#E RSA-1024/2048/3072/4096
6. n: RSARSEZ—

Fe/E IR INZ S ARE RSA KK,

FEAEMZE, 1% APl 73 RSA_NO_PADDING &3, Bl RSA i+tEXEAKE GRS, il RSA-
4096, NIFEBASKER 4096bit, Bl 512 bytes, &R E 512 bytes, FEBITHE, &L 512
bytes, FEBE1THIEI,

ECC
ARG ER
1 typedef struct
2 {
3 hcu_ecc_alg_t oplLength; /*1< Specifies the length
of ECC operation */
4 uint32_t a[FEATURE_HCU_ECC_MAX_WORD_LENGTH]; /*1< Specifies the a of
ellipse %/
5 uint32_t b[FEATURE_HCU_ECC_MAX_WORD_LENGTH] ; /*1< Specifies the b of
ellipse */
6 uint32_t p[FEATURE_HCU_ECC_MAX_WORD_LENGTH]; /*1< Specifies the p of
ellipse %/
7 uint32_t gx[FEATURE_HCU_ECC_MAX_WORD_LENGTH]; /*1< Specifies the Gx of
base point G */
8 uint32_t gy[FEATURE_HCU_ECC_MAX_WORD_LENGTH] ; /*1< Specifies the Gy of
base point G */
9 uint32_t n[FEATURE_HCU_ECC_MAX_WORD_LENGTH] ; /*1< Specifies the n of
ellipse */
10 } hcu_ecc_config_t;
11
12  typedef struct
13 {
14 uint32_t *pointX; /*!< Pointer to the X of point */
15 uint32_t *pointY; /*!< Pointer to the Y of point */
16 } hcu_ecc_point_t;
17
18 typedef struct
19 {
20 #if FEATURE_HCU_ECC_ENGINE
21 hcu_ecc_config_t const *eccConfig; /*/< Specifies the ecc configuration */

22 #tendif /* FEATURE_HCU_ECC_ENGINE */



23
24
25
26
27
28

29
30
31
32
83

34

#if FEATURE_HCU_RSA_ENGINE
hcu_rsa_config_t const xrsaConfig; /#!/< Specifies the rsa configuration */
#endif /x FEATURE_HCU_RSA_ENGINE x/

} pke_user_config_t;

status_t PKE_DRV_Init(const pke_user_config_t * userConfig, pke_state_t
*state);

status_t HCU_DRV_ECCPointMul(uint32_t const *K, hcu_ecc_point_t const *pointP,

hcu_ecc_point_t *point);

status_t HCU_DRV_ECCPointAdd(hcu_ecc_point_t const *pointP, hcu_ecc_point_t
const *pointQ,

hcu_ecc_point_t *pointR);

[EI##7E ECCitE R, FZEIEA PKE_DRV_Init K73 ECC kLS, ECCEHE LX ECCETHT
ENSH—H, ABZ T ECCKEEE, ECC-128/192/256,

ECCIRET mREESRMEE, #AFBHEAE,

PKE it&

(ASEEZS

1

© 0 N O

10
11

12
13

14
15
16

status_t HCU_DRV_PreCalculate(uint32_t const *N, uint32_t *result);

status_t HCU_DRV_GetPKESub(uint32_t const *A, uint32_t const *E, uint32_t
*result);

status_t HCU_DRV_GetPKEAdd(uint32_t const *A, uint32_t const *E, uint32_t
*result);

status_t HCU_DRV_GetPKEDouble(uint32_t const *A, uint32_t *result);

status_t HCU_DRV_GetPKESquare(uint32_t const *A, uint32_t const *R2, uint32_t
*result);

status_t HCU_DRV_GetPKEMultiply(uint32_t const *A, uint32_t const *E, uint32_t
const *R2, uint32_t *result);

status_t HCU_DRV_GetPKEInverse(uint32_t const *A, uint32_t const *N, uint32_t
const *R2, uint32_t *result);

void hcu_pke_test(void)
{



17 pkeUserConfig.eccConfig = &eccConfig;

18 PKE_DRV_Init(&pkeUserConfig, &pkeState);

19

20 /* Pre-calculation */

21 HCU_DRV_PreCalculate(eccConfig.p, R2);

22 /r* (A + A) N x/

23 HCU_DRV_GetPKEDouble (eccConfig.gx, result);

24

25 /* (A + E) %N x/

26 HCU_DRV_GetPKEAdd (eccConfig.gx, eccConfig.gy, result);
27

28 /* (A - E) N x/

29 HCU_DRV_GetPKESub (eccConfig.gx, eccConfig.gy, result);
30

31 /* A XA X R%N*/

32 HCU_DRV_GetPKESquare (eccConfig.gx, R2, result);

33

34 /* A Xx E *x R%N x/

35 HCU_DRV_GetPKEMultiply(eccConfig.gx, eccConfig.gy, R2, result);
36

37 Jx 1/ A%N */

38 HCU_DRV_GetPKEInverse(eccConfig.gx, eccConfig.p, R2, result);
39 }

HESMNEIRM T — R ABIENIEE, HAF DIY MEEE.

ECDSA

(AREEZS
1 typedef struct
2 {
uint32_t const x*privateKey; /*x1< Specifies private key for
ECDSA, ignore if during signature verification */
4 hcu_ecc_point_t *publicKey; /*x1< Specifies public key
generated by private key by ECC */
5 uint32_t const *K; /*1< Specifies random number K
for ECDSA signature generate, ignore if during signature verification */
hcu_sha_type_t shaType; /*1< Specifies the type of SHA */
uint32_t msglLen; /*!< Specifies the message length
for ECDSA. */
8 uint32_t const *message; /*!1< Specifies the message for
ECDSA. */
9 uint32_t *hashResult; /*!< Specifies the hash result

(little endian) for message. */



10 uint32_t *R;

11 uint32_t *S;

12 } hcu_ecdsa_config_t;

13 #endif

14

15 status_t PKE_DRV_Init(const pke_user_config_t * userConfig, pke_state_t
*state);

16

17 status_t HCU_DRV_ECDSA_GenerateSignature(hcu_ecdsa_config_t * ecdsaCfg);
18
19 status_t HCU_DRV_ECDSA_VerifySignature(hcu_ecdsa_config_t * ecdsaCfg);

B4, EF ECDSA BANEEIIR PKE_DRV_Init k79 ECC iEZF &S,

BRI T

1. privateKey: A$H, EEXBNFEERAN, FRENTFTEZRA

2. publickey: A8, RIPRHL LHN—1T R, EEIHNAIRTERAN, TRENFTEHAN
3. Ko BEVE K, (NEZRFRFERA, @I TRNG K=E—AHREN LK

4, shaType: SHA B %1% SHA-256/384

5. msglen: HEMKE

6. message: JHE

7. hashResult: JERHHEERNSR, NAHERF debug, FFHEERERE

8. (R,S): &&3¢

AR NERIFEN K T ERRNEZXSERM, NREERTERMTN, BEREFRIESXEZZNER

E/‘J K ;FH’ {K/A;E1%$F$L\fﬁ1§:u\o

BRIISHIILL

LHEEXTLL

YTM32BIMEO |YTM32B1MD1 |YTM32B1MCO |YTM32B1MEl |YTM32B1HAO
KeySize 128/192/256 128 128 128/192/256 | 128/192/256
AES-ECB Y Y Y Y Y
AES-CBC Y Y Y Y Y
AES-CTR Y N N Y Y
AES-CCM Y N N Y Y
AES-CMAC Y Y Y Y Y

FHIMKTF ECDSA IS




SM4-ECB

SHA-256

SHA-384

RSA

RSA-1i

ECC

Z|lz|<|<| =<

Z|Z2| 2|1 2] 2

2| 2|22 2

Z| 2| <| <] 2

Z | 2| < <] <

ECC-

% DMAYR
IZSHAKIE

S FFSHAIAIE

N

N

Y

BEIEFIFO

Y

Y

Y

AESEBlock® Kk
TN I |

OxTFFF

OxTFFF

OXFFFF

OXFFFF

OXTFFF

SHA&Block® A
TN I |

OXFFFF

OXFFFF

OXFFFF

SDK IRk s

HCU_vl

HCU_vl

HCU_v2

HCU_v1

HCU_v1l

HCU_NVR
Start address

0x1000_0000

0x1000_0200

0x1000_3800

0x1000_0800

0x1000_0800

0x

HCU_NVR
End address

0x1000_03FF

0x1000_03FF

0x1000_39FF

0x1000_0BFF

0x1000_17FF

0x

HCU_NVR
BIRFHEET

32-bytes

16-bytes

16-bytes

32-bytes

32-bytes

HCU_NVR
RZTFHETIAA

32

32

32

32

128

HCU_NVR
A RER

RSA_NVR
Start address

0x

RSA_NVR
End address

0x

RSA_NVR
BIRTFHEET

RSA_NVR
RZTFHETIAA

RSA_NVR
A HRRR

MR

YTM32B1MCO HCU 3%
80MHz FIRC 47, & MIBE AR



1KB Message (us)

4KB Message (us)

AES-ECB 176.75 697.91
AES-CBC 178.63 699.64
AES-CMAC 105.2 400.45

YTM32B1ME1 HCU &=
120MHz PLL 5%, & MNZEAHRELLE
GCC Lt ZF2k-01 (-Ofast iraE/10usER)

1KB Message (us) 4KB Message (us)

AES-ECB 65.38/64.66 253.52/249.7
AES-CBC 66.44/65.02 254.54/250.08
AES-CTR 65.34/64.52 250.2/248.38
AES-CCM 70.4/64.72 256.42/248.74
AES-CMAC 52.46 168.44
SM4-ECB - -
SHA-256 45.46 168.26
SHA-384 47.68 167.46

YTM32B1MEO HCU %=
120MHz PLL E47i, EMINEEERRELLIR

1KB Message (us) 4KB Message (us)

AES-ECB 87.92 342.2
AES-CBC 87.65 340.34
AES-CTR 88.18 342.49
AES-CCM 104.49 357.28
AES-CMAC 75.68 272.37
SM4-ECB 86.75 339.52
SHA-256 65.54 247.92
SHA-384 65.86 248.25
YTM32B1HAO HCU %%

200MHz PLL E3%, & MINBEERRELLIR




1KB Message (us) 4KB Message (us) | 1KB Message (us) 4KB Message (us)

AES-ECB 160.55 620.24 4574 164.55
AES-CBC 174.34 673.28 42.76 162.06
AES-CTR 175.74 678.47 43.2 161.68
AES-CCM 197.57 695.32 72.82 240.72
AES-CMAC 129.11 452.15 36.03 121.29
SM4-ECB 155.17 598.69 42.24 161.42
SHA-256 124.88 467.23 32.92 118.88
SHA-384 124,51 467.7 26.5 93.43
YTM32B1MD2 HCU =

80M PLL F 4

R UTURAREMIYH us, RSAMEATHY[0XI0001, ECDSA {2315 ECC1256 et + SHAY

AES-ECB 1kB
AES-ECB 4kB
AES-CBC 1kB
AES-CBC 4kB
AES-CMAC 1kB
AES-CMAC 4kB
SHA-256 1kB
SHA-256 4kB
ECC-192 =N
ECC-192 =3k

ECC-256 =N

Flash Cache Flash Cache Flashno

RAM Cache  RAM no Crd
Cache RAM Cache

159 160 206

599 602 794

162 162 209

611 604 803

92 110 162

327 395 613

90 120 138

319 430 513

2324 2428 2888

268 282 321

4079 4211 4804

Flash no
Cache

RAM no
Cache

225

878

231

894

97

342

162

606

2963

334

4894

Flash Cache DMA
Enable

RAM Cache

128

397

125

394

90

262

r

186

2327

270

4082



ECC-256 =3k

ECC-384 =N

ECC-384 3k

RSA-1024 Nz

RSA-1024 &%

RSA-2048 1Nz

RSA-2048 f&%

RSA-3072 Nz

RSA-3072 f&%

RSA-4096 %

RSA-4096 f&%

ECDSA 1kB %
£

ECDSA 1kB 3&
o

s

ECDSA 4kB %
&

ECDSA 4kB %
23

iy

442

7406

1066

234

11460

855

86008

1917

277092

3347

657466

9023

9445

9258

9677

458

7544

1088

234

11460

855

86008

1917

277092

3347

657466

9328

9670

9649

10008

505

8160

1141

241

11473

873

86035

1942

277132

3381

657520

10596

10953

10967

11323

515

8257

1158

242

11473

874

86035

1943

277133

3381

657520

10819

11200

11263

11644

444

7409

1068

234

11460

857

86007

1918

277090

3348

657466

9023

9445

9258

9677



